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ABSTRACT
In the Agile software development environment, continuous changes in user requirements lead to an increase in the importance of a testing process to demonstrate a quality product. As test case is a cornerstone of the testing process, it is important to emphasize the high-quality construction of the test cases. Hence, testing process should be adequately planned and evaluating the quality of test cases can help to explain some important issues associated with software testing. However, findings from literature and the critical analysis of empirical studies revealed that less academic research has investigated the test case quality in Agile software development process. Therefore, with a specific reference to scrum methodology, the purpose of this paper is to identify the problems of test case quality in Agile software development by reviewing the existing work concerning testing quality in Agile. This paper has made a useful contribution by illustrating and clarifying the shortcomings of test case quality in agile projects and pointing out the factors that help to improve it.
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I INTRODUCTION
The nature of test case construction is to obtain the necessary software coverage under testing (Tran et al., 2019; Yamaura, 1998). It is important to get good test cases that have high chance to expose unknown defects at low cost, ability to increase performance and robust to meet the users’ requirements (Gómez et al., 2016; Kamde et al., 2006). This effort will consequently result in producing quality software (Adlamo et al., 2018; Tran et al., 2019). Assessing the quality of test cases is necessarily important in order understand how much testing is required and where potential testing attempts should be carried out (Ahmed et al., 2016). The test case quality (TCQ) is therefore capable of evaluating the quality of a software system (Pfaller et al., 2008). A quality test case is referred to a test case that has a high chance of revealing defects in a minimum effort, providing more detailed results, increasing system performance at a lower cost, and has a high chance of detecting unknown defects (i.e. the higher the quality of a test case, the more the potential to detect failures) (Gómez et al., 2016; Kamde et al., 2006).

The continuous changes in Agile software development methods requires many efforts to be performed on testing activities (Beck, 2003; Humble & Farley, 2010). The efficiency of testing activities depends largely on the TCQ, which directly defines the quality of testing (Causevic et al., 2012; Lai, 2017b). Although TCQ appears to be an effective solution for exposing software defects, in Agile methodology it still has some issues and problems that need to be studied and addressed. Therefore, it is important to identify the shortcomings of TCQ in the Agile testing process, to understand what the underlying issues are, and to identify the potential solutions suggested that require further investigation.

Hence, this paper begins with discussion on the concepts in TCQ and highlights the importance of this concepts in assuring software quality. The second section introduces the Agile software development process. Section 3 is the overview of Agile testing, and testing activities in scrum. Section 4 discusses some current and previous identified issues and limitations of TCQ in Agile software development and proposed solutions while section 5 concludes the paper.

II AGILE SOFTWARE DEVELOPMENT
Agile software development has become a preferred method for developing software with an increased adoption by companies worldwide to meet software complexity and evolving user demands (Matharu et al., 2015; Penmetsa, 2017). Agile software development methodology is a process for workable software which basically divide an entire project into manageable small sizes that can be separately handled for time items change risks and time control (Rajasekhar & Shafi, 2014). Unlike in the traditional development paradigm, Agile process do not have separate coding and testing phases (Gil et al., 2016). The term mostly used in Agile process is iteration. There are cross-functional teams that typically work in all development areas, that is, design, coding and testing in each iteration (Crispin & Gregory, 2009; Javed et al., 2019).
Several iterations, each one the same length, may be needed to deliver an entire theme or epic (Crispin & Gregory, 2009). Customers provide feedbacks to the system, in the form of stories, for a developed and tested iteration. The stories of the customers only stopped when the levels of functionalities required are delivered (Olausson et al., 2013). A new feature may require multiple iterations. Every iteration has to be fully integrated and carefully tested as a final production release (Penmetsa, 2017). Since the iterations make the software development effective and efficient to meet requirements of the customer and contribute in the success of the project, it also make the development process a little more complicated and time-consuming (Javed et al., 2019). The reason for this complication is that each iteration in Agile software development contained many activities (Javed et al., 2019). Short iterations in Agile software development implies that there must be an efficient testing process to avoid too much time being spent in the iteration for test preparation rather than on the actual tests running (Olausson et al., 2013).

A number of Agile methods has been reported in the software domain literature which have been adopted by the software community because of advantages which include focus on quick software delivery, changing requirements and customer satisfaction (Kayes et al., 2016). Notable amongst these methods are Extreme Programming (XP) (Beck, 1999), Scrum (Schwaber & Beedle, 2002), Feature Driven Development (FDD) (Palmer & Felsing, 2001), Adaptive Software Development (Highsmith, 2013), Crystal methods (Cockburn, 2004), Agile Unified Process (Ambler, 2005), and Dynamic Software Development Method (DSDM) (Stapleton, 1997), however Scrum is the most commonly adopted method in Agile software development (Aamir & Khan, 2017; Kayes et al., 2016). As reported in the 14th State of Agile (StateOfAgile, 2020) that the most organizations adopt Scrum (58%) and when calculate this percentage with the hybrid methodologies that include Scrum, it becomes 85% of organizations use Scrum. Therefore, it is important to show the scrum process and activities as example to show the development process and activities in Agile software development methods.

Scrum is one of the Agile software development iterative and incremental methods. It has been developed for managing the systems development process. It is an empirical approach applying the ideas of industrial process control theory to systems development resulting in an approach that reintroduces the ideas of flexibility, adaptability and productivity (Schwaber & Beedle, 2002). It proposes continuous adaptation of the project planning, using cycles called sprints, where each sprint is a time-boxed lasting for between one to four weeks as well as each sprint produces a new version of the product with new features (Gil et al., 2016). The unique features of Scrum according to (2015) are collaboration, daily meetings, product backlog, sprint backlog, and roles. The Scrum team should have skills in designing, developing, testing, and documenting the product (Anwer et al., 2017). See Figure. 1 illustrates the scrum process from (Javed et al., 2019).

The process and standards of scrum process are properly followed by the organizations (Tahir, 2019). And due to the people are involved in the development process, who are product owner, scrum master, developers, and quality assurance engineers (testers) (Abrahamsson et al., 2017; Kayes et al., 2016). Sprints are planned by selecting items from a product backlog, estimating the effort needed to complete each item selected for the sprint, competition, product quality, and available resources (Anwer et al., 2017). During sprints, the team groups up every day for 15 minutes or less for a daily scrum meeting, where the status of the tasks is tracked and they take the corrective action for any speed interruption (Anwer et al., 2017; Matharu et al., 2015). In this meeting, team members tell what they did yesterday, what they would be doing tomorrow and the blocks and obstacles they would face (Anwer et al., 2017; Matharu et al., 2015).

III AGILE SOFTWARE TESTING

Brian Marick provides a philosophy of Agile testing as “a style of testing, one with lessened reliance on documentation, increased acceptance of change, and the notion that a project is an ongoing conversation about quality” (Leffingwell, 2010). Rajasekhar and Shafi highlighted the aim of testing in both Agile and traditional method is same, but the difference is the team constituent, where the testers in Agile are required to give quality infusion support through the entire team (Rajasekhar & Shafi, 2014). The early feedback from testing is the good thing for testers in Agile projects as this helps developers to identify the
issues at an early development stage (Tripathi & Goyal, 2014).

In Agile software development, the whole team is responsible for the quality, every one of the team also can write test cases not only the testers (Laing & Greaves, 2016). This helps the team comprehend that testing is an activity all of them need to be involved in (Laing & Greaves, 2016). Agile testing has five differences with traditional testing (Laing & Greaves, 2016), as represented visually in testing manifesto form in Figure 2.

![Figure 2. Testing manifesto](image)

In Agile software development, testing starts at the project beginning and it is recognized as an integral part of software development with coding (Khan et al., 2016). The testing is done in each iteration, after user stories are prioritized and selected which tasks start to be achieved, it is immediately tested and released to the customer and when all tasks are developed and delivered, all tasks are integrated and tested (Rajasekaran & Dinakaran, 2015). Software testing is vital part of any project which can be designated as a component of quality assurance. Testing process has more value for demonstrating quality product in Agile environment (Harichandan et al., 2014).

Compliance to checklist and requirement documents is not a strict obligation in Agile testing. The goal is simply to comply with basic necessities for completing the requests of the customer (Pennetsa, 2017). The continuous changes of requirements of customer increase the importance of software development and testing practices in Agile software development methods (Pennetsa, 2017). Agile testing enables the organization to be nimble about uncertain priorities and requirements (Pennetsa, 2017). The need for large numbers of tests is magnified in Agile software development practices, that require extensive testing to be performed (Beck, 2003; Gay et al., 2016). Hence, the lack of testing resources leads to poor quality (Chomal & Saini, 2014; Rajkumar & Alagarsamy, 2013).

The testing tasks in Agile methods should be prepared properly to cater for continuous changes in the requirements (Yu, 2018). In order to nimbly test a software system during Agile software development, it is crucial to identify what to test (e.g., requirements) and how to test it (i.e., test cases) (Olausson et al., 2013). The requirements are normally discussed by the developers and testers in order to identify the acceptance criteria test cases that need to be designed (Pennetsa, 2017). The requirements in Agile are described as user stories, which is formulated as one or two sentences in the everyday language of the user (Crispin & Gregory, 2009; Lai, 2017a). Each story is written on a small 3 by 5 inches paper note card to guarantee that it is not too lengthy (Crispin & Gregory, 2009). A well written user story will describe what the desired functionality is, who use it for, and why it is useful (Lai, 2017a). Correct, complete and consistent user story contents can help generate good test cases (Lai, 2017a).

Agile testers are responsible to plan and estimate user stories in a product backlog and specifying acceptance criteria to create test cases for each user story before they can be considered for inclusion in an iteration (Black, 2017; Kayes et al., 2016). Therefore, at the start of all testing processes, it is significant to document and execute test cases. The corresponding relationship of test cases and user stories should be one-to-many, which implies that, a single user story may be attributed to multiple test cases. The complexity of the user story may therefore increase the number of test cases (Aamir & Khan, 2017). Olausson et al. (2013) provides an example of user story, related acceptance criteria and test cases, as illustrated in Figure 3.

![Figure 3. A user story, acceptance criteria and test cases](image)

In Agile software development, test case quality is concept highly regarded as an important testing activity where it is one of the quality features that directly define the quality of testing that can lead to quality software and rapid delivery (Causevic, Punnekkat, et al., 2012; Lai, 2017b). The test cases in Agile must be developed as the requirements evolve.
The continuous change of requirements and projects long duration calls for changing as well as increasing the test cases (Beer & Felderer, 2018). As a part of the Agile process, the incremental and iterative development process of test assets have to be properly handled (Olausson et al., 2013).

Initially, any new feature is not known very well for the Agile team, so typically it needs to run test cases on all defined acceptance criteria. When the feature has been completed, it should be tested according to the created test cases and that it works as expected. After that, there is a need only to run tests for requirement changes validation, which means how to know the tests to run are necessary for the team.

Speeding up the process of testing to keep up with the short iterations is another aspect of the Agile story worth of note (Olausson et al., 2013). Testing activities in Agile will be explained in this paper through Scrum testing activities as follows.

Every cycle (sprint) in Scrum affects testing. The testing starts during initial stage of a sprint (Kayes et al., 2016). Where, unclear requirements are clarified, system test cases are written, and test data are prepared by the tester with the product owner (Kayes et al., 2016), because the importance of testing in Scrum, Kayes emphasizes role of a tester in Scrum process. To show clearly the activities of the testing in Scrum, the tester role in Scrum will be explained.

The testers focus on ensuring the deliverables quality. Their role is started from the beginning of sprint to reduce the cost of the requirement and design errors (Kayes et al., 2016). The role of testers is more toward guarantee of product quality and not only for writing and run test cases (Kayes et al., 2016). Testers are more integrated to the development team (Harichandan et al., 2014). Itkonen et al. (2005) say that Agile software development can be benefited through a team of professional testers. Most quality assurance and quality control activities are skipped in Scrum because of the absence of a dedicated quality assurance team and its short cycles (Aamir & Khan, 2017). This short duration of sprint leads to Scrum team does not take quality into consideration as well as a developer cannot write a bug-free code when working under pressure (i.e., short duration of a sprint) (Aamir & Khan, 2017).

The activities of Scrum testing are illustrated in Figure 4. In the initial sprint phase, the tester writes test cases, prepares test data, clarifies requirements and coveys updated requirements to development team and ensures the environment of the test (Kayes et al., 2016). In the sprint period, he writes checklist which is a brief version of a test case. The checklist is written for sprint backlog, which is a set of prioritized items from product backlog. The checklist is executed via developers after the sprint backlog item is developed. The checklist assists to detect bugs early. The tester also assists the developers to write unit test cases and ensure the reviews of the code are done on time (Kayes et al., 2016).

During the sprint halfway, the tester shows to the product owner a sneak peek of the product, which is a demonstration of what has been done until that period. Finally, the developed features are testing under the tester responsibility based on the test cases which he writes. The tester deploys the sprint deliverables to a test server for regression testing when it became developed. The tester prepares test plan and run test cases in test server. When regression testing is completed, the developers perform the smoke test and the tester verifies the release (Kayes et al., 2016).

**Figure 4. Scrum testing activities**
IV ISSUES AND LIMITATIONS OF TEST CASE QUALITY

A test case represents the test instructions for a tester. It contains a set of conditions or variables under which a tester will determine whether a system satisfies the requirements or works properly (Bilal et al., 2017; Olausson et al., 2013). In Agile methodology, test cases are written by tester in an initial Sprint phase. He illustrates and clarifies the requirements for each user story just some days or hours before beginning the actual coding (Kayes et al., 2016).

The good-enough testing of software should have sufficient assessment of quality at a reasonable cost (Goeschl et al., 2010), and the good quality of test cases are very important for assuring the quality of software (Tran et al., 2019). Unfortunately, writing good test cases is one of the most difficult and time consuming testing activities (Serra et al., 2019). In writing test cases, it is notable for ensuring that testing could achieve a certain level of thoroughness (Romli et al., 2020). Missing test target, procedures, or expected result lead to reduce the quality of test cases (Jovanovikj et al., 2018).

The test cases help testers to find out problems in the requirements or in the design of software system (Kayes et al., 2016). The requirements in Agile projects are not sufficiently elaborated (Kārkliņa & Pirta, 2018). It can be inconsistent, incomplete and incorrect (Lai, 2015). In addition, both user stories and acceptance criteria, are not usually defined properly and Agile team does not emphasize on the quality standards which makes test cases difficult to be derived (Fischbach et al., 2020; Padmini et al., 2018). According to Uikey (2012), the test cases are never written upfront with the requirements or user stories. Again, there is a lack in traceability between test cases and related acceptance criteria (Fischbach et al., 2020). In addition, unsystematically acceptance tests cause excessive or incomplete test cases (Fischbach et al., 2020).

Although works have been identified in previous studies on Agile testing, however, efforts geared specifically on TCQ are very meager. Investigation into the result of the existing Agile TCQ models reveals a number of gaps that are still required to be filled, as majority of studies related to TCQ focused on traditional methods. In addition, there is misalignment in defining the TCQ among academy, industry, and practitioners (Tran et al., 2019). Defining TCQ from practitioners’ perspective is still lacking in empirical studies. Some studies (Adlono et al., 2018; Bowes et al., 2017; Jovanovikj et al., 2018; Kamde et al., 2006; Kochhar et al., 2019; Tran et al., 2019) focused on the TCQ and most of them identified the factors based on practitioners’ perspective. Unfortunately, these studies are conducted on traditional development methods. Where, the traditional development does not support requirement changing, not fast delivery, not iterative, and not incremental. Hence, these models can be difficult to apply for the current practices in Agile methods. Rajasekaran (2015) stated that the Agile team sometimes does regression testing repetitively without a clue on when to stop a particular sprint and deliver. Moreover, they reported that Agile methods (like Scrum) faced many testing issues such as inconsistent and inadequate unit testing, the huge and quickly changing in requirements.

On the aspect of continuous changes of requirements, Agile methodology was adopted by many companies nowadays (StateOfAgile, 2018). The requirement changes lead to changes in user stories, which lead to changes in the testing scope (Padmini et al., 2018). Changes of user stories lead to changes in test cases, and this consequently wasting a lot of time and resources (Beer & Felderer, 2018; Padmini et al., 2018). To address the issues of Agile testing, a number of researchers have undertaken many approaches to increase the quality of Agile testing.

For example, Shrivastava and Jain (2010) proposed automated test case for unit testing (ATCUT). This study specifically focused on the testability of test cases and its effects when applied in TDD as well as ATCUT design metrics are not sufficient to measure TCQ which is designed for unit testing, which has less bug finding effectiveness (25% to 30%) as compared to System testing (85%). Thus it may cause some problems related to the software quality (Rajasekaran & Dinakaran, 2015). Kayes et al. (2016) also proposed a metric called Product Backlog Rating (PBR) to measure and monitor the testing process in Scrum, but this metric need further evaluation and it is focused on the testing process not on the TCQ. Aamir and Khan (2017) proposed an enhanced quality-focused model of scrum via performing start-of-the-art testing activities in Scrum in which they account for a test backlog to sustain test cases and to deliver quality work. However, this study focused on the quality of product backlog to enhance the quality of product without referring to the quality of test cases which are used to catch the defects.

Fischbach et al. (2020) identified 16 quality factors for six Agile test artifacts. However, they focused on the Agile test artefacts in general and they proposed only one quality factor of unit test cases is code coverage which is not enough to measure the quality of test cases. Unudulmaz and Kalipsz (2020) and Harichandan et al. (2014) proposed models to improve the Scrum process but they are not focused on TCQ. Causevic et al. (2012) conducted an
experiment to investigate the TCQ in TDD and traditional test approach by using three criteria which are not enough to measure TCQ in Agile software development as well as they used students as subjects in their experiment who do not have enough experience in this field.

In sum, these studies did not clearly address the issues of the quality of test cases in Agile software development. On the other hand, the study that clearly focused on TCQ in Agile is Lai (2017b). Lai proposed a test case quality measurement (TCQM) model based on four quality factors of TCQ which are qualified document, manageable quality, maintainable quality, and reusable quality. Even though, TCQM model is able to define the TCQ but there are some critical factors for the quality test cases which are still missing. For instance, complete and precise requirements which are crucial for writing effective test cases (Ahmad et al., 2019; Fischbach et al., 2020).

There have been studies focused on the efficiency of test cases (Adлемo et al., 2018; Kochhar et al., 2019; Shrivastava & Jain, 2010; Tran et al., 2019), effectiveness (Adлемo et al., 2018; Kochhar et al., 2019; Tran et al., 2019), readability (Adлемo et al., 2018; Bowes et al., 2017; Grano et al., 2018; Kochhar et al., 2019). Further, test cases should be repeatable to be high quality (Adлемo et al., 2018; Kamde et al., 2006). Also test case should be self-contained (Adлемo et al., 2018; Bowes et al., 2017; Kochhar et al., 2019), and understandable (Bowes et al., 2017; Jovanovikj et al., 2018; Kochhar et al., 2019; Shrivastava & Jain, 2010; Tran et al., 2019).

Other limitations of Lai’s TCQM model such as, it did not define the factors based on practitioners’ perspective, nevertheless, it is very important to define the quality of test cases (Tran et al., 2019). In addition, Lai’s TCQ model adapted Linear Combination Model (LCM), which does not define the measurement goal. Defining the measurement goals are important to clearly guide the practitioners in organizations to derive metrics for each factors (Fenton & Bieman, 2015).

In sum, majority studies utilize traditional development approaches but are unable to tackle the challenges and limitations of balancing the quality of software and rapid delivery. A second frequently encountered problem by prior studies is that there is no clear description how to measure and access the quality factors. Therefore, first, it is a need for further research on effective test cases quality based on very clear requirements and organizational goals. Secondly, since Agile software development is placing more emphasis on organizational goal and human expertise more research is needed to look into a wider or organizational artifact, that may strengthen the future findings.

V CONCLUSION

Software testing is a very important activity in Agile methods. A great influence on the testing process is writing and managing of test cases. It is crucial for Agile teams to understand the drawbacks of test cases, as this helps to write successful test cases in a short time. Therefore, this study concentrated on identifying the issues of test case quality in the Agile environment.

The test cases quality in Agile methods face some challenges such as the test cases are not written based on the requirements, limited requirements coverage, unclear requirements, less experience of the team members to write test cases, and missing some critical quality criteria that improve it such as requirement quality, tester experience, test case readability, understandability, specific, performance efficiency, independence, repeatability, and accuracy. These issues being clearly identified in this paper will serve as the basis for developing our test case quality measurement model that will aid in assessing quality test cases in Agile projects.
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